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Abstract

Automatic parking systems are intended to save a lot of
space and create a more favourable parking experience. In
this thesis the main goal was to create a functional and
user-friendly rotary parking system. The system consists
of a framework, DC-motor, driveline, ultrasonic distance
sensor and platforms. Most of the construction consists of
plastic, the remaining parts are made of metal. The system
was evaluated using two experiments, one that measured
the speed of the system and the other one measuring the
level of accuracy. After the first experiment, it was con-
cluded that the system works well for the corresponding
speed. The second experiment showed that improvements
of the accuracy can be made.

Keywords: mechatronics, Arduino, ultrasonic sensor,
DC-motor, keypad.



Referat
Roterande parkeringssystem

Automatiska parkeringssystem är avsedda att spara utrym-
me och skapa en bättre parkeringsupplevelse. I denna av-
handling var huvudmålet att skapa ett funktionellt och an-
vändarvänligt roterande parkeringssystem. Systemet består
av ett ramverk, likströmsmotor, drivlina, ultraljudssensor
och plattformar. Majoriteten av konstruktionen består av
plast, de återstående delarna är gjorda av metall. Syste-
met utvärderades med hjälp av två experiment, ett som
mätte systemets hastighet och ett annat som mätte nog-
grannheten. Efter det första experimentet drogs slutsatsen
att systemet fungerar bra för motsvarande hastighet. Det
andra experimentet visade att förbättringar av noggrann-
heten kan göras.

Nyckelord: mekatronik, Arduino, ultraljudsensor, DC-
motor, knappsats.



Acknowledgements

We would like to thank our supervisor Nihad Subasic for his guidance and availabil-
ity throughout the project. A special thanks to assistant Amir Avdic who, among
other things, helped us with 3D-printing, further understanding of the components
and for many fruitful discussions.

We would also like to thank Staffan Qvarnström for providing us with materials
and sharing his knowledge about soldering and other fields. Additionally, a special
thanks to Tomas Östberg, for helping us create a functional driveline. Lastly, we
would like to thank all the students who contributed with their support and feedback
throughout the project.

Rayan Alnakar, Danilo Catovic
Stockholm May 2021



Contents

1 Introduction 1
1.1 Background . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.2 Purpose . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.3 Scope . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2

1.3.1 Method . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2

2 Theory 4
2.1 Microcontroller: Arduino Uno . . . . . . . . . . . . . . . . . . . . . . 4
2.2 Ultrasound . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4

2.2.1 Ultrasonic Ranging Module HC - SR04 . . . . . . . . . . . . 5
2.3 Potentiometer . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.4 DC-motor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6

2.4.1 Pulse Width Modulation . . . . . . . . . . . . . . . . . . . . . 6
2.5 H-bridge . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
2.6 Keypad . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

3 Demonstrator 8
3.1 Problem formulation . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.2 Electronics . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8

3.2.1 Microcontroller . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.2.2 DC-motor . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
3.2.3 Ultrasonic distance sensor . . . . . . . . . . . . . . . . . . . . 10

3.3 Hardware . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
3.3.1 Framework . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3.3.2 Driveline . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 12
3.3.3 Parking platform . . . . . . . . . . . . . . . . . . . . . . . . . 14

3.4 Software . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15

4 Results 17
4.1 Speed . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
4.2 Level of accuracy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19

5 Discussion and conclusions 22
5.1 Conclusions . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24



6 Future improvements 25

Bibliography 26

Appendices 27

A First Appendix - Arduino code 28

B Second Appendix - Acumen code 32



List of Figures

1.1 First automatic parking system, Paris, 1905 [1]. . . . . . . . . . . . . . . 1
1.2 Modern day parking system [2] . . . . . . . . . . . . . . . . . . . . . . . 2

2.1 The functionality of UDS [7]. . . . . . . . . . . . . . . . . . . . . . . . . 5
2.2 DC-motor [10]. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 50 % duty cycle [11]. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

3.1 Arduino wiring diagram, created using Fritzing [15]. . . . . . . . . . . . 9
3.2 Illustration of a vehicle retrieval, created using Notability [18]. . . . . . 10
3.3 A picture of the completed RPS, taken by the authors. . . . . . . . . . . 11
3.4 Framework model, created using Solid Edge 2020. . . . . . . . . . . . . 12
3.5 A picture of the driveline of the RPS, taken by the authors. . . . . . . . 13
3.6 A picture of a parking platform, taken by the authors. . . . . . . . . . . 14
3.7 A flowchart illustrating the different stages of the RPS, created using

app.diagrams.net [19]. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15

4.1 Five scatter charts displaying the retrieval time for the five platforms
along with a line illustrating the average value of the 20 attempts per-
formed for each platform. Created using Microsoft Excel [20]. . . . . . . 18

4.2 Level of accuracy for platforms zero through four. Created using Desmos
and Microsoft Paint [17] [21]. . . . . . . . . . . . . . . . . . . . . . . . . 20

4.3 Level of accuracy for platform number five. Created using Desmos and
Microsoft Paint [17] [21]. . . . . . . . . . . . . . . . . . . . . . . . . . . . 21



List of Tables

4.1 Average retrieval time and standard deviation of the retrieval times for
the six platforms. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19



List of Abbreviations

The following list describes several abbreviations that will be later used within the
body of the document:

3D Three Dimensional

CAD Computer Aided Design

DC Direct Current

Hz Hertz

LED Light Emitting Diode

PLA Polylactic Acid

PMW Pulse Width Modulation

RPS Rotary Parking System

SEK Swedish Crown

UDS Ultrasonic Distance Sensor

USB Universal Serial Bus

V Volts



Chapter 1

Introduction

This chapter will present an overview of the background, purpose, scope and method
of the project.

1.1 Background

Automatic parking systems have existed for a long time and were created to improve
conventional parking. They are intended to save a lot of space and to create a more
favourable parking experience for the user. In 1905, the first automatic parking
system was introduced in Paris [1]. The Garage Rue de Ponthieu consisted of an
elevator mechanism that could hoist cars to different levels. The system is shown
in figure 1.1.

Figure 1.1: First automatic parking system, Paris, 1905 [1].

Since then, autonomous systems in many fields have developed tremendously and
are vital in today’s society. A rotary parking system (RPS) is one of many examples
of such systems [2]. This thesis aims to gain a better insight into the structure,
function and constituent components of a RPS.
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CHAPTER 1. INTRODUCTION

Figure 1.2: Modern day parking system [2]

1.2 Purpose
The main purpose of this project is to construct a prototype of an RPS. This project
contains the three fundamental components of mechatronics, which are mechanics,
electronics and programming. The following research questions will subsequently
be studied:

1. How should the system be structured to recognize the shortest path down?

2. What is the maximum time required to retrieve an arbitrarily placed vehicle?

3. What level of accuracy is achieved upon retrieval of an arbitrarily placed
vehicle?

1.3 Scope
It is of great importance to have a notion of what the project’s scope in advance will
be limited by. In this case, the constraints are in the form of time, budget, resources,
attention to detail and level of accuracy. The monetary limit is 1000 SEK and the
time span is from January until the beginning of May, when the completed thesis
must be submitted.
This project will mainly focus on creating a fully functional prototype of an RPS
and answer the research questions. Certain advanced calculations, for instance the
analysis and optimization for strength of the framework of the parking system, will
not be taken into consideration as they are not relevant to the main topics of the
course. Therefore, this thesis aims to create a better understanding of the theory
and how the different constituent components need to interact with each other.
The plan is for the prototype to be designed to accommodate six model vehicles
simultaneously.

1.3.1 Method
The RPS is intended to be constructed using a predetermined fixed budget and the
resources at hand. The main concept of the RPS is for small model cars to enter

2



1.3. SCOPE

the parking platform one at a time, whereupon a sensor in the system senses the
occupied space and lifts the car up in a rotational step. Later, the user should be
able to retrieve the car using a display where a number associated with the occupied
parking platform is entered, resulting in a rotational motion where the requested
car finds the shortest path down.
Among the components required to build the RPS prototype are an Arduino UNO
microcontroller, DC-motor, UDS, sprockets, roller chains and revolving platforms.
Several of these components can be found in stock, while others need to be procured
separately, either through purchase or 3D-printing.
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Chapter 2

Theory

In this chapter, the necessary theory and conducted research to answer the research
questions are presented.

2.1 Microcontroller: Arduino Uno

There are several microcontroller boards available to choose from. In this project,
the Arduino UNO was selected for the RPS. With an open-source electronics pro-
totyping platform, the circuit board can be embedded into a wide range of projects
of varying levels of difficulty [3]. A microchip is used in an Arduino, which is a
tiny device that can be programmed to sense the conditions in the physical world
by using attached sensors. The Arduino UNO can interact with one or multiple
outputs, such as LEDs, motors, and displays, by reacting to certain conditions and
inputs [4]. The inputs and outputs can either be digital, which is binary information
using only the states true or false, or analog where the information is continuous
and it can therefore map input voltages into integer values between 0 and 1023. By
connecting it to a computer with a USB cable, a sufficient amount of power will
be supplied to the Arduino and enable it to be programmed. The code uploaded
to the Arduino board is written in the C programming language. The name of the
8-bit microcontroller used in Arduino boards is ATMEGA328P.

2.2 Ultrasound

Sound waves with a frequency above 20 000 Hz are called ultrasound, which is
undetectable to humans. It is used in many applications. It is utilized by some
mammals and birds in echolocation and communication, helping them navigate and
detect prey or obstacles [5]. By measuring the time from transmission to reception
of the reflected ultrasound, the distance to the reflective structure can be calculated
if the speed of the sound in the medium is known [6].
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2.3. POTENTIOMETER

2.2.1 Ultrasonic Ranging Module HC - SR04

The HC - SR04 ultrasonic distance sensor (UDS) offers a non-contact 0,02 - 4,00
m measurement capability with an accuracy of up to three millimeters [8]. The
constituent components of the modules are: ultrasonic transmitters, receiver and
control circuit. On the HC - SR04 four pins are found; Power supply, Trigger Pulse
Input, Echo Pulse Output and Ground.
The transmitter sends a high-frequency trigger signal which is reflected and received
as an echo signal if an obstacle is found, By using the time interval between trans-
mitting and receiving the signal, it enables the calculation of the distance to the
obstacle since the velocity of sound in air is known. The figure 2.1 below illustrates
the functionality of a UDS.

Figure 2.1: The functionality of UDS [7].

2.3 Potentiometer
A potentiometer is a commonly used electronic device. With the help of a poten-
tiometer one can control resistance. Fundamentally, a potentiometer consists of
three terminals and a dial [13]. By turning the dial, the resistance changes, which is
why a potentiometer is often referred to as a variable resistor. When dealing with
high power loads, such as motors, it is not efficient to use a potentiometer, simply
because much of the energy is lost in the form of heat when passing through the
resistance of the potentiometer.
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CHAPTER 2. THEORY

2.4 DC-motor

The general use of motors is to generate torque. A DC-motor generates torque by
converting electrical power into mechanical. In the figure below, 2.2, a DC-motor
and its components are shown. When electrical power, such as a battery is connected
to the commutator, a current will pass through the coil. When connected to a power
source, the rotor coils which are surrounded by magnets will induce a magnetic field.
The induced magnetic field generates a force that spins the motor. The direction of
the force is controlled by the direction of the current that passes through the coils,
a change of current direction will result in a clockwise or anticlockwise rotation [9].

Figure 2.2: DC-motor [10].

2.4.1 Pulse Width Modulation

Pulse Width Modulation (PWM) is a technique that can be used to regulate DC-
motors. The idea behind PWM and a potentiometer is to control the energy that
is sent to a load. The potentiometer and PWM perform the same task but with
different approaches. PWM works by turning the continuous signal on and off, by
controlling the input signal in this way, different averages of the output signal can
be generated. A very important concept in PWM is the duty cycle, which represents
the duration of time during which the signal is on [11].

Figure 2.3 illustrates an example of a 50 % duty cycle. The output voltage can be
calculated using the following equation:

Vout = Vmax · dutycycle (2.1)

Given the equation 2.1 and numbers from figure 2.3 the average output voltage can
be calculated to 6 V . By changing the duty cycle the speed of DC-motors can be
controlled.

6



2.5. H-BRIDGE

Figure 2.3: 50 % duty cycle [11].

2.5 H-bridge
An H-bridge is an electronic component that consists of four switches. By opening
and closing the switches, the direction of the current changes, resulting in a change
of polarity of the load. In robotics, an H-bridge is often used to control the direction
of a DC-motor [12].

2.6 Keypad
An Arduino Keypad is a set of buttons arranged in rows and columns, resembling
a matrix. The buttons on a keypad are referred to as keys. There are various types
of keypads: 3x4 and 4x4 being two popular types. To detect any key pressing, the
keypad is scanned to assess the row and column pin that is connected to the button.
When entering a number on a keypad, the membrane switch between the row and
column trace closes, enabling current to flow between a row pin and column pin
[14].
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Chapter 3

Demonstrator

In this chapter, the main problems are formulated and insight is given into the
assembly and manufacturing processes.

3.1 Problem formulation

The goal of this project is to create a prototype of an RPS. In order to reach the
goal, the following problems must be solved:

• Constructing the framework

• Regulate the DC-motor

• Design and build a functional driveline

• Installation of UDS that tracks the movement of the parking platforms

3.2 Electronics

In order to operate the RPS, one motor is required, which is powered by four
AA 1.5 V batteries. To control the speed and direction of rotation of the motor, a
custom-made L9997 motor driver is used. A data sheet for this specific motor driver
could not be found. By using a UDS, it allows for regulating the stoppage position
of the parking platforms, ensuring that they would not stop far away from their
predetermined positions. With the help of the keypad, the user can choose between
parking or retrieving a vehicle. Figure 3.1 shows the wiring of the constituent parts
with the Arduino UNO board.

8



3.2. ELECTRONICS

Figure 3.1: Arduino wiring diagram, created using Fritzing [15].

3.2.1 Microcontroller

An Arduino UNO board was the available type of microcontroller that would handle
the components that operate the RPS. The Arduino board was programmed in the
Arduino IDE using the C programming language. The digital input pins used on
the Arduino board ranges from three to thirteen.

3.2.2 DC-motor

To set the system in motion, one DC-motor was used. The speed and direction
of rotation of the motor was managed by the motor driver, whose input pins were
connected to the digital input pins ten and eleven on the Arduino board. These are
two out of six PWM pins on the Arduino UNO board that can simulate voltages
between 0 V and 5 V.
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CHAPTER 3. DEMONSTRATOR

3.2.3 Ultrasonic distance sensor

The UDS is located at the entrance of the RPS. It is attached to the plywood board
under the platforms. Its task is to carry down the requested parking platform after
input from the user.

In figure 3.2 below, an example of a user retrieving its vehicle can be seen. The
user identifies the vehicle in place number four, whereby the number four on the
keypad is entered to carry down the vehicle. When number four is entered, it tells
the system to rotate clockwise (the shortest path down for that position) with the
help of the motor driver. The system also tells the UDS to register each time the
distance between the UDS and the lowest platform is measured, whereupon it adds
one to the count.

The pink platform passes, and the system stops when the green platform is placed
under the UDS. The sensor has now counted twice and tells the system to stop.
This is possible because each position is fixed and preprogrammed. In comparison,
if the user would like to bring vehicle number one down, the system is programmed
to rotate anticlockwise and count once. After each vehicle retrieval, the system
resets.

Figure 3.2: Illustration of a vehicle retrieval, created using Notability [18].
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3.3. HARDWARE

3.3 Hardware

This section will present an overview of how the mechanical components were con-
structed and assembled. Figure 3.3 below displays the completed RPS.

Figure 3.3: A picture of the completed RPS, taken by the authors.
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CHAPTER 3. DEMONSTRATOR

3.3.1 Framework
The framework was designed using Solid Edge 2020 [16], where four criteria were
taken into consideration. The framework needed to be stable, lightweight, adaptable
for height adjustments and constructed in a way that aligns the axis both vertically
and horizontally. Below is figure 3.4 showing the framework model.

Figure 3.4: Framework model, created using Solid Edge 2020.

To stabilize the framework, the four legs were drilled onto a plywood board. The
horizontal parts and bearing housings were 3D-printed as individual parts to align
the axis properly. By having the parts of the framework being hollow, printing time
and weight could be reduced. The different parts of the framework were assembled
using glue.

In order to tighten or soften the chain, height adjustments were needed. It was
accomplished by 3D-printing small puzzle like blocks that were placed between the
upper vertical and horizontal parts of the framework.

3.3.2 Driveline
Ball bearings and bearing housing

Four bearings were purchased to allow rotation about the two main axis. The
bearings will mainly endure radial forces. Since the radial forces would not be
particularly impactful, bearing analysis was deemed not necessary. The bearing
housing was designed in Solid Edge 2020 and 3D-printed using PLA filament with
an Ultimaker printer.

Sprocket and chain

To transfer torque to the upper axis, two bicycle chains were attached to sprockets.
The system contains two bicycle chains and four identical sprockets. The sprock-

12



3.3. HARDWARE

ets were downloaded from Thingiverse [22]. Thingiverse is an open-source website
designed for sharing user-created digital design files.
The opening of the sprocket is a hexagon. The mounting of the sprocket to the axis
was made by 3D-printing a hexagon with an inner diameter matching the axis. The
hexagon was glued to the sprocket and drilled into the axis to allow rotation. The
bicycle chain was purchased and shortened with a mini chain brute to match the
desired length. Figure 3.5 below shows a picture of the driveline of the RPS.

Figure 3.5: A picture of the driveline of the RPS, taken by the authors.
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CHAPTER 3. DEMONSTRATOR

Shaft and shaft coupling

Two stainless steel shafts were purchased. The shaft of the DC-motor is connected
via a shaft coupling. To connect the motor shaft to the axis, it was important that
they were at the same horizontal height. This was made possible by 3D-printing a
motor tower. The motor tower is connected to a motor housing. Afterwards the
shaft coupling was 3D-printed. The shaft coupling is a cylindrical component that
consists of two different inner diameters. One diameter that matches the motor
shaft and the other matches the axis. The shaft coupling was fixed by drilling two
holes in the shaft coupling itself and in each shaft, then the shaft coupling was
screwed on. The motor tower, housing and shaft coupling were designed in Solid
Edge 2020 and 3D-printed with an Ultimaker printer.

3.3.3 Parking platform

The RPS consists of six parking platforms. The platform was designed in Solid
Edge 2020. Each platform was attached to the chain via a 3D-printed rectangle
connected to an axis carrying the platform. Little ball bearings were installed in
between the axis and parking platform to allow the platform to always maintain its
place while rotating. Figure 3.6 below shows a picture of a parking platform.

Figure 3.6: A picture of a parking platform, taken by the authors.
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3.4. SOFTWARE

3.4 Software

Figure 3.7: A flowchart illustrating the different stages of the RPS, created using
app.diagrams.net [19].

A total of four softwares were utilized in this project. To model the prototype using
a computer, Solid Edge 2020 was chosen. It is a 3D-CAD, solid modeling software.
The open source Arduino software, an integrated development environment, was
used to write code in the C programming language and upload it to the board. The
simulation of the prototype was carried out in Acumen (found in Appendix B), a
tool to resemble models of cyber-physical systems. Ultimaker Cura, an open source
slicing application, was used to upload the Solid Edge models to the 3D-printers.

15



CHAPTER 3. DEMONSTRATOR

The complete code for the Arduino software can be found in Appendix A. The
written code controls the Arduino board and the behaviour of its connected elec-
tronic parts: a DC-motor, a keypad and a UDS. The Keypad library was imported
from the Hardware Abstraction libraries in order to use matrix style keypads with
the Arduino.

The main part of the code is divided into six different cases using if statements, one
for each parking platform in the RPS. Upon retrieval, each of the five upper plat-
forms are programmed to choose the shortest path down, while the lowest platform
is set up to move one step upwards to park a vehicle. The active keys on the keypad
are zero through five, where the key zero sets the lowest platform in motion, and
one through five for the upper ones.

16



Chapter 4

Results

To determine the results of the system, two experiments were devised in order to
evaluate the quality and performance of the system. Two parameters were the main
focus of the experiments; time and level of accuracy. The former was analyzed by
conducting 20 tests under the same conditions for each platform to help increase the
accuracy of the estimate and consequently make the experiment more reliable. The
accuracy parameter was inspected by running the RPS 25 times for each platform
and assessing in which region of the "semicircle" below a platform would end up in.

4.1 Speed
The purpose of the first experiment was to measure the time required for each
platform to move downwards and stop at the bottom level. In the case of platform
number zero where it always starts at the bottom level and moves upwards in a
rotational motion, its collected data can be equated with the data for platform
number one. This is due to the fact that both platforms move in the same direction
and are stopped equally far from the starting point. In other words, the retrieval
time of platform number one is the same as the parking time of platform number
zero. This is also reflected in the Arduino software code, where both platforms are
set in motion using the exact same code, respectively. In figure 4.1, five scatter
charts for the retrieval time of the platforms are shown.

17



CHAPTER 4. RESULTS

Figure 4.1: Five scatter charts displaying the retrieval time for the five platforms
along with a line illustrating the average value of the 20 attempts performed for
each platform. Created using Microsoft Excel [20].

To get an insight into the average amount of variability in the data set obtained,
the standard deviation of the retrieval times for each platform was calculated. It
measures the spread of a data distribution, meaning how far each score lies from the
mean. A high standard deviation value suggests a more spread out data distribution,
and a low standard deviation value indicates that data points are close to the mean.
The standard deviation for each platform is displayed in table 4.1.

18



4.2. LEVEL OF ACCURACY

Platform 0 & 1 Platform 2 Platform 3 Platform 4 Platform 5
Average time [s] 0.7165 1.3685 2.0545 1.461 0.757

Standard deviation 0.0506 0.0545 0.0910 0.0771 0.0406

Table 4.1: Average retrieval time and standard deviation of the retrieval times for
the six platforms.

4.2 Level of accuracy
The second experiment dealt with the evaluation of the level of accuracy achieved
by the RPS. The precision was determined by estimating where a platform would
end up after each run. Platforms zero through three move in anticlockwise direction.
Conversely, platforms four and five move in the opposite direction, to maintain the
condition of travelling the shortest path down upon retrieval. The stoppage area at
the bottom level was simulated as a "semicircle", divided in five sections. In figures
4.2 and 4.3, the five different cases of stoppage accuracy are illustrated. The red,
rectangular marking in each figure shows which current platform was being tested.

Every case was simulated 25 times, reaching a total of 125 test results, since plat-
forms zero and one are represented as one individual case as outlined above. The
green circle sectors (60 degrees) are the optimal stoppage areas for the platforms,
the yellow ones (45 degrees each) less so, and the red circle sectors (15 degrees each)
are the least desired areas for the platforms to stop in. The numbers in the colored
areas indicate the number of times the current platform stopped there.
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CHAPTER 4. RESULTS

Figure 4.2: Level of accuracy for platforms zero through four. Created using Desmos
and Microsoft Paint [17] [21].
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Figure 4.3: Level of accuracy for platform number five. Created using Desmos and
Microsoft Paint [17] [21].
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Chapter 5

Discussion and conclusions

This work has been very educational and fun. At the beginning of the work, the
decision was made to build a large prototype in wood. A wooden frame was built
and assembled with the remaining components. Tests were performed without any
successful results. The problem with the wooden framework was that the two sym-
metrical parts that make up the framework were not identical. These undesirable
properties resulted in the decision to dissolve the work on the wooden structure.

Regarding the ability to recognize platforms in motion, the UDS was not the only
option in mind. Initially, a light sensor was considered for the recognition function.
However, after some time trying to figure out how and if it should be implemented,
it was decided that a UDS would be a more suitable choice. A light sensor would
have required special conditions to function properly. One such condition would be
for the moving platforms to rotate in front of and cover the light sensor perfectly.
Consequently, moving platforms would be registered every time the brightness level
is below a certain predetermined value.

The location of the UDS was of utmost importance. Every time a number on
the keypad is entered, the RPS is activated, which in turn starts the UDS and DC-
motor. The initial plan of having the UDS laying down facing up had to be changed.
This was because the UDS would immediately register the platform at the bottom
level when it was not meant to. Therefore, it led to the incorrect assumption that
a platform had already passed, when in reality the RPS had just started and thus
not had enough time to move one rotational step. This was solved by repositioning
the UDS so that nothing covered it upon initiation of the RPS.

Other factors affecting the performance of the RPS were the platforms’ distance to
the UDS, DC-motor’s rotational speed and the delay time of the UDS, written in
the Arduino code. The latter refers to how often the UDS is told to measure the
distance to the obstacle in front. All these factors needed to work in conjunction
with each other to run the RPS properly. The optimal selected distance for the
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UDS was five centimeters. This implies that every time a moving platform was in
front of the UDS, the system would register it as if a platform had passed by, adding
it to the counter. When platforms in motion are temporarily straight in front of
the UDS, the distance of a few of the surfaces on the platforms is longer than five
centimeters, where only one is below five. By having the predetermined distance at
five centimeters, it reduces the risk of the system mistakenly counting a platform
more than once.

The delay time for each platform was selected after multiple attempts to try to
determine which would be the ideal number for a platform to stop in the middle
of the semicircle below, since a single delay time for all platforms was not a viable
solution. This had to do with the fact that the six platforms, although being placed
symmetrically around the chain, moved to some extent differently. Consequently,
this required manual adjustments to make them act accordingly. Platform one and
five, for instance, should move similarly, although in opposite directions.

In the case of the speed of the DC-motor for the platforms, it was not possible to
make them all move slowly at the same speed and stop at fairly acceptable areas in
the semicircle below. This was due to resistance in the chain motion, often leading
to the failure of the vehicle retrieval and platforms lurching helplessly. This was
solved by selecting slightly different rotational speeds for the platforms to overcome
the resistance in the chain motion, without significantly interfering with the stop-
page accuracy.

The test results obtained in the two experiments explained earlier were to some ex-
tent as expected. When comparing the average retrieval time of opposite platforms,
in other words platforms zero and five, as well as two and four, a similarity between
retrieval times can be observed. The times 0.7165 and 1.3685 are almost equal in
value to 1.461 and 0.757. Platform three has no equivalent as it is the only one that
moves from top to bottom, with an average time of 2.0545 seconds, which of course
is the longest retrieval time as it is positioned at the top. As it requires the longest
time to move downwards, it is not unforeseen that the standard deviation for plat-
form three is the highest compared to others. This stems from the fact that the
retrieval times for platform three are more dispersed in relation to the average time.

It is worth mentioning that there is a small margin of error regarding the time-
keeping of each retrieval. Every time the RPS was set in motion, by entering a
number on the keypad with one hand, the other hand was used simultaneously to
start the timer. This was carried out 25 times for each case as carefully as possi-
ble, however, it can still be regarded as a source of error due to human reaction time.

As for the level of accuracy results, some of them were a little surprising. Plat-
forms zero through three that moved in anticlockwise direction all stopped in the
middle and the two right circle sectors. This had to do with the fact that the UDS
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was located behind the simulated semicircle, illustrated in figure 4.2. Whenever a
rotating platform was about to stop, the predetermined delay time after the last
platform recognition would cause it to move a little extra before it stopped.

The results of platforms four and five were unanticipated. The stoppage accuracy of
the fifth platform was impressive while the fourth’s was perfect. Presumably it was
because they were the only two platforms that rotated in the opposite direction,
resulting in a slightly different recognition timing.

In an attempt to get as accurate results as possible, they different cases were tested
consecutively instead of 25 times for each case respectively. At first glance, the
accuracy achieved by platforms zero through three might seem mediocre. It is worth
mentioning, however, that in many of the test evaluations, it was quite difficult
to determine which circle sector a platform had stopped in, often leading to the
selection of the less accurate area instead of the circle sector in or close to the
middle.

5.1 Conclusions
In general the overall implementation and function of the completed RPS are fairly
similar to what was originally envisioned from the beginning. The results were
pleasing and the mechanical, electrical and programmable elements adequately sat-
isfied the initial requirements.

One of the most important aspects of the RPS was how the system would be struc-
tured to recognize the shortest path down. This was the first research question. In
hindsight, this was achieved by manually programming each of the six platforms to
move in a certain direction and stop with the help of a UDS at an appropriate place.

The two other research questions concerned the maximum retrieval time and level
of accuracy achieved by the system. This resulted in the average retrieval time of
2.0545 seconds for the third platform, the longest time out of all of the platforms.
When it comes to accuracy, 80 out of 125 attempts resulted in stoppage inside the
green, optimal circle sectors. Many of the remaining attempts also stopped in close
proximity to the middle, but not near enough to be included in the green area.
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Chapter 6

Future improvements

For further work and improvements on this project, you could scale up the system,
add safety features and improve the parking experience for the user.

By scaling up the system new factors must be taken into consideration. The first
consideration is that you would have to deal with a larger load, resulting in a need
for a stronger motor. You could also have to consider how to stack the cars to min-
imize the different loads in the system, and mechanically locking the system while
not operating. A user-friendly display could be added to the system, displaying
available parking lots, and interacting with the users while parking or retrieving
their vehicle. Safety features could be added to the display, for instance the user
might need to confirm questions like, is the car empty, is the engine switched off,
and so on. A parking ramp could be added to the system. This would require a
servo motor and infrared sensors counting entering and exiting vehicles.

There are many different approaches to make the system recognize where the plat-
forms are located. The optimum would be for the system to be as user-friendly
as possible. In this prototype, the user is forced to locate where their vehicle is
parked, find the corresponding number of the platform, and enter it on the keypad
to retrieve their vehicle. This is a solution that works but is not optimal because it
requires too much user involvement. Since this is only a prototype such a solution
works well. However, you would have to resort to other solutions to operate a real,
scaled up RPS. For a scaled up version, every platform could have its own number
and a camera that reads these numbers. When a user parks their vehicle they get a
message on the display telling them which platform they have parked their vehicle
at. Upon retrieval of the vehicle, they simply enter the same number.
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Appendix A

First Appendix - Arduino code

//Rotary parking system
//Date : 2021-04-15
//Written by: Rayan Alnakar & Danilo Catovic
//Examinor : Nihad Subasic
//TRITA-nr: TRITA-KTH-ITM 2021:47
//Course: MF133X

//The Arduino code:

#include <Keypad.h>

int trigPin = 13; // TRIG pin
int echoPin = 12; // ECHO pin

float duration_us, distance_cm;
int raknare = 0;

const int ROW_NUM = 4; //four rows
const int COLUMN_NUM = 3; //three columns

char keys[ROW_NUM][COLUMN_NUM] = {
{'1','2','3'},
{'4','5','6'},
{'7','8','9'},
{'*','0','#'}

};
//connect to the row pinouts of the keypad
byte pin_rows[ROW_NUM] = {9, 8, 7, 6};
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//connect to the column pinouts of the keypad
byte pin_column[COLUMN_NUM] = {5, 4, 3};

Keypad keypad = Keypad( makeKeymap(keys), pin_rows, pin_column, ROW_NUM, COLUMN_NUM );

void setup(){
Serial.begin(9600);

// configure the trigger pin to output mode
pinMode(trigPin, OUTPUT);
// configure the echo pin to input mode
pinMode(echoPin, INPUT);

}

double get_distance() {

// generate 10-microsecond pulse to TRIG pin
digitalWrite(trigPin, HIGH);
delayMicroseconds(10);
digitalWrite(trigPin, LOW);

// measure duration of pulse from ECHO pin
duration_us = pulseIn(echoPin, HIGH);

// calculate the distance
distance_cm = 0.017 * duration_us;

// print the value to Serial Monitor
Serial.print("distance: ");
Serial.print(distance_cm);
Serial.println(" cm");

return distance_cm;
}

void rotateLift(int spots, int speed, int direction, int delay_time) {

int raknare = 0;
// If statement to determine the direction of the rotation of the DC-motor
// and to set it in motion.
if (direction == 1) {

analogWrite(11, speed);
analogWrite(10,0);
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} else {
analogWrite(11, 0);
analogWrite(10,speed);

}
while (true) {

// If the distance to an obstacle in front is less than five,
// add to the count.

if (get_distance() < 5){

Serial.println(raknare);
raknare++;
delay(delay_time);
Serial.println(raknare);
// if the counter is equal or more than the number of spots,
// stop the DC-motor.
if (raknare >= spots) {

analogWrite(11,0);
analogWrite(10,0);
break;

}
}

}
}

// rotateLift(int spots, int speed, int direction, int delay_time)
void callLift(char key) {

// A switch case depending on which number is entered on the keypad.
switch(key) {

// Different scenarious for the 6 platforms. As seen below,
// platforms zero and one are operated with the same code.
// The numbers inside "rotateLift" are adjusted to reach an
// acceptable level of performance of the system.
case '0':
// First variable regulates how many platforms pass the
// ultrasonic distance sensor before the system stops.
case '1':

rotateLift(1,75,1,100);
break;
// Second variable adjusts the speed of the DC-motor.
// It ranges from zero to 255.
case '2':

rotateLift(2,70,1,125);
break;
// Third variable is either one or zero.
// Decides the direction of rotation of the DC-motor.
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case '3':
rotateLift(3,70,1,150);

break;
// Fourth variable is the delay time for the distance sensor.
// It controls how ofter the sensor measure the distance in front.
case '4':

rotateLift(2,70,0,550);

break;
case '5':

rotateLift(1,70,0,550);
break;

}
}

void loop(){
char key = keypad.getKey();
// Calling the callLift function in a loop to always
// be active whenever a number on the keypad is entered.
callLift(key);

}
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Appendix B

Second Appendix - Acumen code

//Rotary parking system
//Date : 2021-03-28
//Written by: Rayan Alnakar & Danilo Catovic
//Examiner : Nihad Subasic
//TRITA-nr: TRITA-KTH-ITM 2021:47
//Course: MF133X

//The Acumen simulation code:

model Main (simulator) =
initially

_3D = ((Box // 1st side: 1st lower, vertical red part
center=(-0.3,0,0)
size=(0.4,1,5)
color=red
rotation=(0,0,0))

(Box // 1st side: 2nd lower, vertical red part
center=(4.3,0,0)
size=(0.4,1,5)
color=red
rotation=(0,0,0))

(Box // 1st side: lower, horizontal black part
center=(2,0,2.7)
size=(5,1,0.4)
color=black
rotation=(0,0,0))

(Box // 1st side: 1st upper, vertical blue part
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center=(4,0,6)
size=(0.2,1,6.2)
color=blue
rotation=(0,0,0))

(Box // 1st side: 2nd upper, vertical blue part
center=(0,0,6)
size=(0.2,1,6.2)
color=blue
rotation=(0,0,0))

(Box // 1st side: upper, horizontal black part
center=(2,0,9)
size=(3.8,1,0.2)
color=black
rotation=(0,0,0))

(Box // 1st side: 1st chain represented with the yellow part
center=(0.9,0.6,6)
size=(0.2,0.2,6.2)
color=yellow
rotation=(0,0,0))

(Box // 1st side: 1st chain represented with the yellow part
center=(3.1,0.6,6)
size=(0.2,0.2,6.2)
color=yellow
rotation=(0,0,0))

// 4 cylinders representing the bicycle sprockets
(Cylinder
center=(2,3.35,9)
size=(0.25,0.8)
color=green
rotation=(0,0,0))

(Cylinder
center=(2,3.35,4)
size=(0.25,1)
color=green
rotation=(0,0,0))
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(Cylinder
center=(2,0.6,9)
size=(0.25,1)
color=green
rotation=(0,0,0))

(Cylinder
center=(2,0.6,4)
size=(0.25,1)
color=green
rotation=(0,0,0))

// 2 shafts between the bicycle sprockets
(Cylinder
center=(2,1.9,4)
size=(2.8,0.25)
color=blue
rotation=(0,0,0))

(Cylinder
center=(2,1.9,9)
size=(2.8,0.25)
color=blue
rotation=(0,0,0))

(Box // 2nd side: 1st lower, vertical red part
center=(-0.3,4,0)
size=(0.4,1,5)
color=red
rotation=(0,0,0))

(Box // 2nd side: 2nd lower, vertical red part
center=(4.3,4,0)
size=(0.4,1,5)
color=red
rotation=(0,0,0))

(Box // 2nd side: lower, horizontal black part
center=(2,4,2.7)
size=(5,1,0.4)
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color=black
rotation=(0,0,0))

(Box // 2nd side: 1st upper, vertical blue part
center=(4,4,6)
size=(0.2,1,6.2)
color=blue
rotation=(0,0,0))

(Box // 2nd side: 2nd upper, vertical blue part
center=(0,4,6)
size=(0.2,1,6.2)
color=blue
rotation=(0,0,0))

(Box // 2nd side: upper, horizontal black part
center=(2,4,9)
size=(3.8,1,0.2)
color=black
rotation=(0,0,0))

(Box // 1st side: 1st chain represented with the yellow part
center=(0.9,3.3,6)
size=(0.2,0.2,6.2)
color=yellow
rotation=(0,0,0))

(Box // 1st side: 1st chain represented with the yellow part
center=(3.1,3.3,6)
size=(0.2,0.2,6.2)
color=yellow
rotation=(0,0,0)))
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